# Lesson 14 – Arrays

* One dimensional Arrays
* Basic Operations with arrays
* MAX – MIN item
* Linear search
* Binary search
* Sorting with Bubble Sort
* Sorting with Selection Sort

What students should know
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A common problem in computer programming is managing a large amount of data. When a problem consists of 6-7 variables, it is easy to declare and use them. What happens when there is a need to use multiple similar data at the same time? For example, 100 students and 100 grades, how can two hundred variables with names and grades be declared and how can a programmer manage so many data?

One of the solutions that computer science provides to said problem is the use of tables. In general, the table term defines a set of data of the same type that is placed one after the other in computer memory. So, the developer can find them simply by moving from one location to another without specifying separate names.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***Grades*** | | 98 | 76 | 86 | 45 | 32 | 77 | 56 | 99 | 34 | 71 | 47 | 82 | 69 | 88 |
|  |  | 0 |  |  |  |  |  |  |  |  |  |  |  |  | 13 |

Picture 1 Table named "Grades" and 14 places for grades

In Picture 1 you can see an example table with 14 student grades in a lesson. All points are placed in continuous positions and there is only one name (Grade). The programmer, to refer to memory locations in a table, should just indicate its name and then write, in parentheses, the number of the cell in which the data they need is located. Thus, for example, to display the first element of the table, they simply write "Grades(0)" where 0 is the first position of the table.

### Declaring Tables

A table is declared like other variables.

**Private** Grades(14) **As Int**

Here, Grades is the name of the table and the number in parentheses represents the number of positions in the table. Once a table is declared with a certain size, it cannot be changed within the code unless it is re-declared with a new size.

## Functions in tables

### Insert items into a table.

To insert an item into a table, you only need to assign a value to the corresponding place in the table. E.g.

Grades(0) = 89

The process can continue the same way, but it is easier to create a repeating process to fill the table. In the case of the Grade table in B4X it could be:

**Private** Grades(14) **As Int**

**For** i = 0 **To** 13

Grades(i) = Rnd(1,100)

**Next**

The above code fills the table with random numbers from 1 to 100. Notice that the position measurement starts at number 0. The variable **i** which identifies each time the position of the table we use is called **Index** of the table. Moving the index i with a repeat command you can access each location in the table.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***Grades*** | | 89 |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | | 🡹 |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | I |  |  |  |  |  |  |  |  |  |  |  |  | 13 |

Picture 2 Insert items into a table

A second way to insert items into a table is as follows:

**Private** Grades()  **As Int**

Grades **= Array As Int**(19,43,12,65,23,87,45,65,87,23,56)

This size of the table is not specified in its statement, but during a fill by inserting items with the **Array command.**

It is obvious that you can have tables of any type, for example strings, floats etc, but never mix up the types in a table.

### Display items in a table.

Using the Log command, you can easily print an item in a table or the entire table using one iteration.

**Log**(Grades(0)) ‘ Shows the 1st item of Array Grades

**For** i = 0 **to** 13

**Log**(i & “: “ & Grades(i))

**Next**

The example above starts an iteration that uses an i index to display the current index value of the table.

Attempting to use an out-of-bounds index leads to a collapse of the program, so it is very important that you pay attention to the use of indexes and table boundaries.

### Show items in reverse order

![](data:image/png;base64,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)The following code shows the table items from end to beginning:

**For** i = 13 **to** 0 **Step** -1

**Log**(i & “: “ & Grades(i))

**Next**

Generally, you can move your index as you want in a repeat to display or use any items in the table you want.

### Find Total and Average Table Items

The rules applicable to repetitive procedures for algorithmic techniques generally apply to tables with few variations. Thus, the sum of the elements requires an extra variable that will hold the sum, which we usually call "sum", and a repeat in the table.

**Private** intSum  **As Int**  = 0

**Private fltAverage**  **as Float**

**For** i = 0 **to** 13

intSum **=**  intSum  **+**  Grades(i)

**Next**

fltAverage = intSum / 14

**Log**(intSum & fltAverage)

### Find Maximum and Minimum

Finding the maximum or minimum item of a table makes use of an additional variable commonly called Max or Min, respectively. This variable initially assigns the developer the first value of the table, and then checks all other values with Max (or Min). If an element greater than Max (or less than Min) is found, Max (or Min) is replaced with the new item.

**Private** intMax, intMin  **As Int**

intMax = Grades(0)

intMin = Grades(0)

**For** i = 0 To 13

**If** intMax < Grades(i) **Then**

intMax = Grades(i)

**End If**

**If** intMin > Grades(i) **Then**

intMin = Grades(i)

**End If**

**Next**

**Log**("Max = " & intMax)

**Log**("Min = " & intMin)

## Search Algorithms

Searching for an item in a table refers to scanning a table in search of an item that meets a specific condition.

In this unit, we will discuss serial and binary search algorithms.

### Serial Search

It is the easiest but also the slowest way to search. It involves scanning all items in a table to find the item being searched. The following code shows the positions in the table that contain the key value.

'Find all positions with key value

**For** i = 0 **To** 999

**If** Grades(i) = key  **Then**

**Log**("found in : " & i & "position")

**End If**

**Next**

When it is necessary to find the first location that a value is displayed, a logical variable (found) should be declared, the value of which we will reverse if the item is found.

**Private** found **As Boolean** = False

i = 0

**Do While Not** (found) **And** i <= 999

**If** Grades(i) = key  **Then**

**Log**("found in : " & i & "position")

found = True

**End If**

i = i + 1

**Loop**

**If Not(**found)  **then**

**Log**(“Not found”)

**End If**

### Binary Search

Binary Search applies only to sorted tables. The basic philosophy of the method includes examining the middle value. If the item, we are looking for is smaller than the central one then the search continues on the upper half of the table. Contrarywise, if it is greater, the bottom half is searched. In the following example, there is a Grade table with 10 values sorted in ascending order.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Binary Search** | | | | | | | | | |
| key value = 80 | | | | | | | | | |
| *1* | 47 | 🡨Up | 47 |  | 47 |  | 47 |  |  |
| *2* | 58 |  | 58 |  | 58 |  | 58 |  |  |
| *3* | 62 |  | 62 |  | 62 |  | 62 |  |  |
| *4* | 69 |  | 69 |  | 69 |  | 69 |  |  |
| *5* | 74 | 🡨Cent | 74 |  | 74 |  | 74 |  |  |
| *6* | 79 |  | 79 | 🡨Up | 79 | 🡨Up, Cent | 79 |  |  |
| *7* | 80 |  | 80 |  | 80 | 🡨Bot | 80 | 🡨Up, Cent, Bot |  |
| *8* | 83 |  | 83 | 🡨Cent | 83 |  | 83 |  |  |
| *9* | 88 |  | 88 |  | 88 |  | 88 |  |  |
| *10* | 95 | 🡨Bot | 95 | 🡨Bot | 95 |  | 95 |  |  |
|  | 1 |  | 2 |  | 3 |  | 4 |  |  |

1. Initially the first and last cell of the table are entered in the Up and Bot variables. The center of the table is then determined as the quotient of the integer division (Up+Bot)/2.
2. Check the Grades(Cent) with key and if it is smaller, the Bot is transferred above the Cent. Otherwise, the Up is transferred below the Cent.
3. Repeat the steps above until the item is found or Up location to be larger than the Bot.

### Sort

There are several sorting algorithms in a table that you can use. In this unit, we will discuss Bubble and Selection Sort.

#### Bubble sorting

Bubble sorting is a simple sorting algorithm that repeatedly steps through the array, compares adjacent elements, and swaps them if they are in the wrong order. The pass through the list is repeated until the array is sorted. The algorithm, which is a comparison sort, is named for the way smaller or larger elements "bubble" to the top of the list.

Example Bubble Sort

A table named Grades with 5 integer grades is given.

**Private** Grades() **As Int**

Grades = Array As Int(65,12,19,43,23)

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1st Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 65 |  | 65 |  | 65 |  | 65 |  | 65 | 🡨 k-1 | 12 |  |
| 2 | 12 |  | 12 |  | 12 |  | 12 | 🡨k-1 | 12 | 🡨K | 65 |  |
| 3 | 19 |  | 19 |  | 19 | 🡨k-1 | 19 | 🡨K | 19 |  | 19 |  |
| 4 | 43 |  | 43 | 🡨k-1 | 23 | 🡨K | 23 |  | 23 |  | 23 |  |
| 5 | 23 | 🡨 K | 23 | 🡨 K | 43 |  | 43 |  | 43 |  | 43 |  |
|  |  |  | 1 |  | 2 |  | 3 |  | 4 |  |  |  |

Initially, the algorithm starts from the last position of the table and compares sequentially with the previous

1. The first comparison is made with the values of cells 5, 4 where the Grades(5) is less than The Grades(4) and thus the two cells swap values.
2. The next step compares cells 4 and 3 where Grades(4) is not smaller than Grade(3) and does not change anything in the table.
3. For positions 3 and 2 the values in the table do not change either.
4. And in the last step, the 2nd to the 1st position is compared and a swap occurs again.

The first pass is implemented with the following code.

**Private** Grades()  **As** Int

**Private** temp **As Int**

Grades = **Array As Int**(19,43,12,65,23)

**For** k = 4 **To** 1 **Step** -1

**If** Grades(k) **<** Grades(k-1) **Then**

temp **=** Grades(k)

Grades(k) **=** Grades(k-1)

Grades(k-1) **=** temp

**End If**

**Next**

The smallest item has been transferred to the top of array.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2nd Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 12 |  | 12 |  | 12 |  | 12 |  | 12 |  |  |  |
| 2 | 65 |  | 65 |  | 65 |  | 65 | 🡨k-1 | 19 |  |  |  |
| 3 | 19 |  | 19 |  | 19 | 🡨k-1 | 19 | 🡨K | 65 |  |  |  |
| 4 | 23 |  | 23 | 🡨k-1 | 23 | 🡨K | 23 |  | 23 |  |  |  |
| 5 | 43 | 🡨 K | 43 | 🡨 K | 43 |  | 43 |  | 43 |  |  |  |
|  |  |  | 1 |  | 2 |  | 3 |  |  |  |  |  |

In the second pass of the table, the same procedure is performed except that the checks between the cells end up up to the 2nd position after the smallest element has already been climbed to the first.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3rd Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 12 |  | 12 |  | 12 |  | 12 |  |  |  |  |  |
| 2 | 19 |  | 19 |  | 19 |  | 19 |  |  |  |  |  |
| 3 | 65 |  | 65 |  | 65 | 🡨k-1 | 23 |  |  |  |  |  |
| 4 | 23 |  | 23 | 🡨k-1 | 23 | 🡨K | 54 |  |  |  |  |  |
| 5 | 43 | 🡨 K | 43 | 🡨 K | 43 |  | 43 |  |  |  |  |  |
|  |  |  | 1 |  | 2 |  |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4rth Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 12 |  | 12 |  | 12 |  |  |  |  |  |  |  |
| 2 | 19 |  | 19 |  | 19 |  |  |  |  |  |  |  |
| 3 | 23 |  | 23 |  | 23 |  |  |  |  |  |  |  |
| 4 | 54 |  | 54 | 🡨k-1 | 43 |  |  |  |  |  |  |  |
| 5 | 43 | 🡨 K | 43 | 🡨 K | 54 |  |  |  |  |  |  |  |
|  |  |  | 1 |  |  |  |  |  |  |  |  |  |

Passes continue until the classification of the table is completed. Notice that each time fewer positions are checked since at each pass the smallest one rises to the surface (bubbles).

Generally, these passages are as large as the size of the table -1. In the example for a table of 5 items, 4 passes were made. The completed code is as follows:

**Private** Grades() **As** Int

**Private** temp **As Int**

Grades = **Array As Int**(19,43,12,65,23)

**For** i = 1 **to** 4 ‘i counts the different pass

**For** k = 4 **To** i  **Step** -1

**If** Grades(k) **<** Grades(k-1) **Then**

temp **=** Grades(k)

Grades(k) **=** Grades(k-1)

Grades(k-1) **=** temp

**End If**

**Next**

**Next**

#### Selection Sort

The algorithm divides the array list into two parts: a sorted part of items which is built up from left to right at the front (left) of the array and a subarray of the remaining unsorted items that occupy the rest of the array. The algorithm proceeds by finding the smallest (or largest, depending on sorting order) element in the unsorted subarray, exchanging (swapping) it with the leftmost unsorted element (putting it in sorted order).

Implemented according to the steps below

1. Select the minimum item
2. Exchange of the minimum with the first item
3. Repeat steps 1 and 2 for the rest of the table items

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | | | | | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 65 |  | 65 | Swap | 12 |  | 12 |  | 12 |  | 12 |  | 12 |  | 12 |  |
| 2 | 12 | 🡨Min | 12 | 65 |  | 65 | Swap | 19 |  | 19 |  | 19 |  | 19 |  |
| 3 | 19 |  | 19 |  | 19 | 🡨Min | 19 | 65 |  | 65 | Swap | 23 |  | 23 |  |
| 4 | 43 |  | 43 |  | 23 |  | 23 |  | 23 | 🡨Min | 23 | 65 |  | 65 | Swap |
| 5 | 23 |  | 23 |  | 43 |  | 43 |  | 43 |  | 43 |  | 43 | 🡨Min | 43 |
|  | 1 |  | 2 |  | 1 |  | 2 |  | 1 |  | 2 |  | 1 |  | 2 |  |

**Private** Grades() **As Int**

Grades = **Array As Int**(65,12,19,43,23)

**Private** intMin, intMinPos  **As Int**

**For** k = 0 **To** 4

intMin = Grades(k)

intMinPos = k

**For** i = k **To** 4 ‘Find the minimum from position k to 5th

**If** intMin > Grades(i) **Then**

intMin = Grades(i)

intMinPos = i

**End If**

**Next**

Grades(intMinPos) = Grades(k)

Grades(k) = intMin

**Next**

## Exercises

* 1. Write a program that fills a table named **A(**50) with random integers from 1 to 100.
  2. Calculate and display the sum of table A(50) in even positions.
  3. If the sum of the first 25 positions in the table is equal to the sum of the last 25 items, show the message "Equal totals".
  4. If A(1)=A(50), A(2)=A(49), A(3)=A(48)... A(25)=A(26), then displayed the message "Table symmetrical"
  5. Find the maximum value and the locations of the table that it is located in.
  6. Create a subprogram that sorts Table A
  7. Create a subprogram that accepts a table and an integer and applies binary search for that number to the table. Finally, return the location where the number was found or 0.
  8. Using the two previous subprograms, sort table A, and then search for item 67 and display appropriate messages whether it was found or not.
  9. The average temperature per day for one year is stored in a table Temperature(365). If you consider these temperatures to be integer values between 1 and 40 oC, find and display the frequency of each temperature.
  10. In the previous table **Temperature** find the second highest temperature of the year.